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Abstract—Web mashups are a new generation of applica-
tions based on the composition of ready-to-use, heterogeneous
components. In different contexts, ranging from the consumer
Web to Enterprise systems, the potential of this new technology
is to make users evolve from passive receivers of applications
to actors actively involved in the creation of their artifacts,
thus accommodating the inherent variability of the users’ needs.
Current advances in mashup technologies are good candidates
to satisfy this requirement. However, some issues are still largely
unexplored. In particular, quality issues specific for this class
of applications, and the way they can guide the users in the
identification of adequate components and composition patterns,
are neglected. This paper discusses quality dimensions that can
capture the intrinsic quality of mashup components, as well as
the components’ capacity to maximize the quality and the user-
perceived value of the overall composition. It also proposes an
assisted composition process in which quality becomes the driver
for recommending to the users how to complete mashups, based
on the integration of quality assessment and recommendation
techniques within a tool for mashup development.

I. I NTRODUCTION

Mashups are new-generation Web applications that integrate

on past investments in service-oriented software architectures
and Web services, as well as on the huge amount of public
APIs available on the Web. In fact, the possibility to integrate
Web services with UIs greatly supports the development of
complete applications. Furthermore, the emergence of mashup
tools, which aim to support mashup development without
the need for programming skills, has moved the focus from

developers to end users, and from product-oriented software
development to consumer-oriented composition [1].

So far, research on Web mashups has focused on the
de“nition of composition technologies and tools, while limited
efforts have been devoted to quality concerns [2]. Research
on Web Engineering has proposed several quality models
addressing Web applications. However, as also proved by a
study that we conducted on a large collection of mashups from
the programmableWeb.com repository [3], the application of
traditional and generic models not always captures the real
value of Web mashups. Although the majority of such applica-
tions are characterized by a simple one-page structure, speci“c
concerns, related to the component-based development and to
the dynamics that characterize the mashup ecosystem, require
speci“c attention.

In this paper we discuss the quality of mashups in the light
of the activities that characterize their development process. In
this context, the quality and the role of the constituent compo-
nents become relevant ingredients for quality assessment [4],

the need for quality-based mechanisms guiding users in the se-
lection of components and composition patterns. In Section III
we illustrate the typical scenario for mashup development and
the different quality issues related to component creation and
mashup composition. Section IV introduces a set of techniques
to assess mashup quality, also illustrating how they can be used
for the generation of quality-aware recommendations assisting
mashup composition. Section V illustrates how the assessment
techniques have been integrated into the architecture of our
own mashup tool. Section VI discusses related works. Finally
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Iteration no. Categories already in the composition Selected Association Rule Suggested Component
1 Reference Reference→ Photo Flickr
2 Reference, Photo Reference, Photo→ Social Twitter
3 Reference, Photo, Social Reference, Social→ Search Google Ajax Search

TABLE I: Selection of association rules in the construction for the Shahi sample mashup.

(a) Example of quality-based recommendations foralternative components.

(b) Example of recommendations foradditional componentsbased on the
assessment of the perceived quality and added-value dimensions.

Fig. 3: Recommendation windows in the PEUDOM visual
editor [3].

con“dence are projected over the local repository, to identify
the components falling into those categories. For example,
the recommended components shown in Figure 3b belong to
categories frequently associated with the components already
included in the composition. At this point, the quality and
added-value metrics described above are taken into account
to rank the identi“ed components based on their capacity to
improve the overall composition.

E. Recommendation procedure: an example

In order to test the effectiveness of our approach, we
performed a set of experiments in which we simulated the
creation of a number of mashups based on our assisted compo-
sition method. We selected a set of well-designed and popular
mashups, top-ranked in the programmalbleWeb repository and
we used such mashups as benchmarks. More speci“cally, we
used such mashups for the identi“cation of our goal mashups.
We wanted indeed to understand in which measure, given a
properly selected set of components including the ones in the
selected goal mashups, our mechanism would have led to the
composition of quality mashups.

In order to identify the set of benchmark mashups, we con-
sidered the popularity ranking provided by programmableWeb
and we mediated it with the judgment of “ve evaluators,
achieved in a previous study [3] through heuristic evaluation
sessions that did not take into account our quality metrics. For
each goal mashup, we simulated our assisted composition as-
suming as starting point the inclusion of one of the components
in the considered goal mashup. Our recommendation technique
was able to suggests different alternative compositions, that in
80% of the cases were very close to our goal mashups, with a
distance of maximum 2 components. In any “nal composition,
the quality was not degraded with respect to the goal mashups.

We here describe one of the performed composition exper-
iments, in which the goal was to create a mashup providing
a visual encyclopedia: the idea is to enrich the textual con-
tent extracted by an online encyclopedia or dictionary with
visual content. The benchmark mashup selected to verify the
resulting composition is Shahi4, a popular mashup which is
also one of the top-ranked mashups among those that we
have analyzed. In particular, Shahi is a visual dictionary that
combines Wiktionary content with Flickr images, and offers
search facilities by using Google Ajax Search and Yahoo
Image Search.

As described in the previous sections, the assisted com-
position procedure mainly relies on the component registry,
and on the association rule extracted from the analysis of
mashup repositories. The component registry contains all
the available components together with their descriptors in
which operational and quality features are described. The
association rules repository instead suggests valuable patterns
for combining different components• categories. Once the user
selects the “rst component to be included in the composition,
the recommendation procedure starts, and proceeds according
to two fundamental steps: i) the selection of the category
of the component to adopt in order to enrich the current

4http://blachan.com/shahi/
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composition and ii) the selection of a speci“c component,
within the selected category, to add. In the second step, the
selection of the most suitable component is driven by the
compatibility with the components already in place and the
potential mashup quality. The two steps are repeated until the
user reaches the desired goal, or the algorithm does not “nd
any other components to include in the composition.

For example, in order to build the visual encyclopedia
mashup, we consider Wikipedia as the “rst component; apply-
ing iteratively the procedure for the assisted composition we
obtain the results summarized in Table I. Here, the second col-
umn refers to the categories to which the components already
involved in the mashup belong. The third column speci“es the
association rule that drives the selection of the category of the
new component that can extend the composition. When more
rules are identi“ed, support and con“dence are considered to
identify a single rule. In case of more rules with the same value
for such parameters, the different possible expansions of the
mashups are ranked based on the quality and added value of
the components falling in the involved categories. Finally, the
fourth column contains the name of the component selected
because it results to be the top-ranked, based on the assessment
of quality measures.

After the third steps, the recommendation procedure did
not “nd any other association rules to apply for expanding
the current composition. Comparing the obtained mashup with
our benchmark, Shahi, we noticed that both mashups address
the same situational need, but our quality-aware assisted
composition also suggested to extend the composition with a
•socialŽ component (i.e., the Twitter API), not included in the
original mashup. This in a sense proves that the aggregation
of different quality dimensions lead to the consideration of
different composition solutions that can improve the value of
the “nal composition.

V. A RCHITECTURE ANDIMPLEMENTATION

The techniques for quality assessment described in the
previous section have been integrated in our tool for mashup
development, PEUDOM [6], [9]. Figure 4 illustrates the main
architectural components, with particular emphasis on those
in charge of executing the quality-based ranking algorithms.

In the platform back-end, thecomponent registrystores
the component wrappers that enable the platform to invoke
the services the components relate to. The registry also in-
cludes component descriptorsspecifying teh functional and
quality properties of the component that are exploited by the
recommendation algorithms. In particular, every time a new
component is added in the component registryC:

• The functional properties augmented with semantic an-
notations are exploited to compute theCompatibility
and Similarity matrices. More speci“cally, the type
and similarity attributes in the descriptors are re-
spectively exploited to assess the compatibility and the
similarity among all the components in the repository. A

semantic reasoner is used for this purpose5. The two
XML-based matrices are computed at the “rst use of the
platform, and updated every time a new component is
added into or dropped from the component registryC.

• The quality annotations speci“ed in its descriptor are used
to compute thequality vector. A quality vector stores
the quality measures achieved by computing metrics,
such as those de“ned in our quality model for mashup
components [4], starting from the quality annotations.

The association rules re”ecting community-based composi-
tion practices are also computed off-line periodically, starting
from the data crawled from mashup repositoris, publicly
available (such as programmableWeb.com) or local to the
adopted mashup platform.

Based on the data described above, the recommendations
algorithms are executed every time a component is added
into the composition. Theevent handlermodule intercepts the
component addition in the front-end visual environment, and
triggers corresponding actions toi) update the composition
model, and toii) activate thecomponent recommender. The
component recommender generates the component ranking.
It analyzes the association rules, to discover the component
categories to recommend for mashup completion, and iden-
ti“es the components in those categories that are compatible
and similar with the components already in the composition.
It then exploits aquality broker to compute the aggregated
quality and the added value indexes, based on the analysis of
the quality vectors and of the composition model. The result is
a ranking of components, based on the quality and the added-
value increment that components can give to the composition
under constructions.

All the modules related to the generation of recommenda-
tions run on the server. In particular, the component recom-
mender is implemented as a REST service. The event handler
is instead a client-side AJAX-based module, which sends re-
quests to the component recommender service. The component
ranking, represented in JSON, is then sent back to the client
AJAX front-end that “nally manages the visualization of the
recommendations window.

VI. RELATED WORKS

Several works have proposed quality models for Web ap-
plications (see, among others, [15], [16], [17], [18]). Few pro-
posals also concentrate on modern Web 2.0 applications. For
example, in [19] the authors extend the ISO 9126-1 standard,
and discuss the internal quality, external quality, and quality
in use of Web 2.0 applications. Our model for component
quality [4] is also derived from the quality attributes de“ned
by the ISO standard. We however add a speci“c perspective
that concentrates on the external quality of components, i.e.,
on the set of properties that affect the component•s quality
as perceived by the mashup composer. Other works focused
on API quality in the more general SOA (Service-Oriented

5Our current implementation uses the Pellet reasoner (http://clarkparsia.
com/pellet/).
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the users to introduce new value. The perceived quality can
then help composing applications along directions that are
•generallyŽ considered useful by other users too.

Our current work is devoted to validate our quality-aware
composition paradigm through experiments with users. In a
context of a previous study focusing on the usability of our
mashup tool [6], we collected some data about the satisfaction
of the users with a preliminary version of our quality-aware
recommendation mechanism. The users showed a good level
of satisfaction and found the mechanism useful to help them
select components to complete the mashup. We are planning
more formal validation experiments, also focusing on our
last extensions towards the added value and the perceived
quality. We will also compare our quality-based approach
with other recommendation mechanisms. In this respect, we
already investigated the potential of generic, quality-agnostic
recommender systems [28]. We will therefore observe the
users when exposed to the two kinds of approaches, quality-
aware vs. quality-agnostic, and compare their performance to
assess the effect of taking into account quality.
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